**Structural Tags**

**Structural tags** in HTML (HyperText Markup Language) are used to define the layout and structure of a web page. These tags help organize content in a meaningful and semantic way, which is important for accessibility, SEO (Search Engine Optimization), and maintainability.

**Common Structural Tags in HTML5:**

| **Tag** | **Description** |
| --- | --- |
| <html> | The root element of an HTML document. |
| <head> | Contains metadata, links to stylesheets, scripts, etc. |
| <body> | Contains the content of the web page. |
| <header> | Defines a header for a section or the entire page. |
| <nav> | Specifies navigation links. |
| <main> | Represents the dominant content of the document. |
| <section> | Defines a section in the document, usually with a heading. |
| <article> | Represents a self-contained piece of content (like a blog post or news article). |
| <aside> | Contains content tangentially related to the main content (like sidebars, ads). |
| <footer> | Defines a footer for a section or the entire page. |
| <div> | A generic container for grouping and styling elements. |

**Semantic tags**

**Semantic tags** in HTML are tags that clearly describe their meaning both to the browser and the developer. They improve the **readability**, **accessibility**, and **SEO** of a webpage by giving structure and meaning to the content.

Unlike non-semantic tags like <div> and <span> (which say nothing about their content), **semantic tags** tell you what kind of content they contain.

**✅ Common Semantic HTML Tags:**

| **Tag** | **Meaning / Purpose** |
| --- | --- |
| <header> | Represents introductory content or a set of navigational links. |
| <nav> | Denotes navigation links/menu. |
| <main> | Main content of the document (only one per page). |
| <section> | Groups related content with a heading. |
| <article> | Self-contained content that could be reused (like blog posts, news articles). |
| <aside> | Content related to the main content (like sidebars, ads, links). |
| <footer> | Footer content, usually contains author, copyright, contact. |
| <figure> | Wraps images, charts, or diagrams with optional caption. |
| <figcaption> | Caption for the <figure> content. |
| <mark> | Highlights or marks text as relevant. |
| <time> | Specifies a time or date. |
| <address> | Contact information. |

**🆚 Semantic vs Non-Semantic**

| **Semantic Tag** | **Non-Semantic Equivalent** |
| --- | --- |
| <article> | <div> |
| <nav> | <div> |
| <section> | <div> |
| <header> | <div> |
| <footer> | <div> |

**Interactive Elements**

Interactive elements in HTML are those elements designed to facilitate user interaction. They not only display content but also respond to various user events such as clicks, keyboard actions, or focus changes. These elements are often focusable and include built-in support for handling events, which aids in accessibility and usability.

### Key Characteristics of Interactive Elements

* **Focusability:** They can receive keyboard focus, allowing users who navigate via the keyboard or assistive technologies to interact with them.
* **Event Handling:** They support events like click, mouseover, and keydown, enabling dynamic behaviors.
* **Semantic Meaning:** Many interactive elements come with inherent semantic meaning, which is beneficial for accessibility and search engine optimization (SEO).

### Common HTML Interactive Elements

| **Element** | **Description** |
| --- | --- |
| <button> | A clickable button used to submit forms or trigger actions. Its type can be defined (e.g., submit, reset, or button). |
| <a> | An anchor element that, when equipped with an href attribute, creates a link which navigates to another URL or a different part of the page. It can also be interactive when used with JavaScript. |
| <input> | Various types of inputs (e.g., text, checkbox, radio, date, etc.) to collect user data. Each input type has its own specific behaviors. |
| <select> | A drop-down list for selecting one or multiple options. |
| <textarea> | A multi-line text input for longer user input. |
| <label> | Provides a clickable label for form controls, enhancing usability by linking text to specific inputs. |
| <details> | Creates a disclosure widget where additional information can be toggled open or closed. |
| <summary> | Acts as a caption for the <details> element and is clickable to reveal or hide the details. |
| <dialog> | Represents a dialog box or window, such as a modal dialog. |

Note: Not every element that can interact with events is necessarily considered an "interactive element" by default in terms of semantics. For instance, <div> or <span> can be made interactive with JavaScript (by adding event listeners), but they do not natively support focus or accessibility as well as the elements listed above. When custom interactive behavior is needed, developers must ensure proper accessibility features, such as setting tabindex, using ARIA roles, and managing keyboard events.

### Enhancing Accessibility

Interactive elements are essential from an accessibility standpoint. Here are a few practices to keep in mind:

* **Keyboard Navigation:** Ensure that interactive elements are navigable using the keyboard (e.g., via the Tab key) and that the focus state is clearly visible.
* **ARIA Roles and Attributes:** When creating custom interactive components (like a clickable <div>), add appropriate ARIA roles (e.g., role="button") and properties to communicate their interactive nature to assistive technologies.
* **Semantic HTML:** Prefer using semantic HTML elements (like <button> or <a>) over non-semantic elements with JavaScript enhancements, as they come with native support for accessibility features.

### Example of an Interactive Button

Here’s a simple example of a button that performs an action when clicked:
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<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<title>Interactive Button Example</title>

<style>

/\* Style for focus visibility \*/

button:focus {

outline: 2px solid blue;

}

</style>

</head>

<body>

<button type="button" onclick="alert('Button clicked!')">Click Me!</button>

</body>

</html>

In this example:

* The <button> element is naturally interactive.
* It has built-in behavior and accessibility features.
* The onclick event triggers a JavaScript function, providing dynamic interactivity.

### Custom Interactive Elements

If you need to create custom interactive elements (for example, using a <div> as a button), consider adding the following enhancements:
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<div role="button" tabindex="0" onclick="handleClick()" onkeydown="if(event.key === 'Enter') handleClick()">

Custom Button

</div>

<script>

function handleClick() {

alert('Custom button clicked!');

}

</script>

Enhancements used:

* **role="button":** Tells assistive technologies that this <div> behaves like a button.
* **tabindex="0":** Makes the <div> focusable with the keyboard.
* **Keyboard Event Handling:** The onkeydown event captures the Enter key, simulating a button press.

### Conclusion

Interactive elements are crucial for building user-friendly and accessible web experiences. Choosing the right native HTML interactive element, or correctly enhancing a non-semantic element, ensures that your web pages are both functionally robust and accessible to all users.

**Special Purpose Tags**

### ****Special Purpose Tags in HTML****

**Special purpose tags** are HTML elements designed for **specific, often limited-use scenarios**. These tags don’t necessarily define the structure (like structural or semantic tags) or behavior (like interactive elements) but serve **unique, context-specific functions** in a web document.

### ✅ Common Special Purpose Tags:

| **Tag** | **Purpose** |
| --- | --- |
| <meta> | Provides metadata about the HTML document (character set, viewport, author, etc.). |
| <base> | Specifies the base URL for all relative URLs in the document. |
| <link> | Used to link external resources like stylesheets, icons, or preconnects. |
| <style> | Embeds internal CSS styles within the document. |
| <script> | Embeds or links to JavaScript code. |
| <noscript> | Provides alternative content for users whose browsers do not support JavaScript. |
| <iframe> | Embeds another HTML page/document inside the current one. |
| <canvas> | Provides a drawing area for rendering graphics with JavaScript. |
| <svg> | Embeds Scalable Vector Graphics (vector images and animations). |
| <map> and <area> | Used together to create image maps (clickable areas within images). |
| <object> | Embeds multimedia like PDF, Flash, or other web resources. |
| <embed> | Embeds external content like videos or plugins. |
| <param> | Defines parameters for <object> elements. |
| <track> | Adds text tracks (subtitles, captions) to <video> or <audio>. |
| <source> | Specifies multiple media sources for <video> or <audio>. |

### 🔍 Example of a Few in Use:

html
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<!DOCTYPE html>

<html lang="en">

<head>

<meta charset="UTF-8">

<meta name="description" content="A special-purpose HTML tag demo">

<base href="https://example.com/" />

<link rel="stylesheet" href="styles.css">

<script src="app.js"></script>

</head>

<body>

<iframe src="https://www.wikipedia.org" width="600" height="400"></iframe>

<canvas id="myCanvas" width="200" height="100"></canvas>

<video controls>

<source src="movie.mp4" type="video/mp4">

<track src="subtitles.vtt" kind="subtitles" srclang="en" label="English">

Your browser does not support the video tag.

</video>

</body>

</html>

### 🧠 Notes:

* **Not all special purpose tags display content**; some operate behind the scenes (like <meta> and <base>).
* They are essential for **enhancing document functionality, multimedia handling, metadata management, and extensibility**.
* Many special tags are crucial for responsive design, localization, accessibility, or improving browser performance.